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# Введение

Изучение полиномиальных уравнений и их решений составляло едва ли не главный объект «классической алгебры».

С изучением полиномов связан целый ряд преобразований в математике: введение в рассмотрение [нуля](https://ru.wikipedia.org/wiki/%D0%9D%D0%BE%D0%BB%D1%8C_(%D1%87%D0%B8%D1%81%D0%BB%D0%BE)), [отрицательных](https://ru.wikipedia.org/wiki/%D0%9E%D1%82%D1%80%D0%B8%D1%86%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D1%87%D0%B8%D1%81%D0%BB%D0%BE), а затем и [комплексных чисел](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D0%BB%D0%B5%D0%BA%D1%81%D0%BD%D0%BE%D0%B5_%D1%87%D0%B8%D1%81%D0%BB%D0%BE), а также появление [теории групп](https://ru.wikipedia.org/wiki/%D0%A2%D0%B5%D0%BE%D1%80%D0%B8%D1%8F_%D0%B3%D1%80%D1%83%D0%BF%D0%BF) как раздела математики и выделение классов [специальных функций](https://ru.wikipedia.org/wiki/%D0%A1%D0%BF%D0%B5%D1%86%D0%B8%D0%B0%D0%BB%D1%8C%D0%BD%D1%8B%D0%B5_%D1%84%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%B8) в анализе.

Полиномы также играют ключевую роль в [алгебраической геометрии](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%B5%D0%B1%D1%80%D0%B0%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B0%D1%8F_%D0%B3%D0%B5%D0%BE%D0%BC%D0%B5%D1%82%D1%80%D0%B8%D1%8F), объектом которой являются множества, определённые как решения систем полиномиальных уравнений. Особые свойства преобразования коэффициентов при умножении полиномов используются в алгебраической геометрии, [алгебре](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%B5%D0%B1%D1%80%D0%B0), [теории узлов](https://ru.wikipedia.org/wiki/%D0%A2%D0%B5%D0%BE%D1%80%D0%B8%D1%8F_%D1%83%D0%B7%D0%BB%D0%BE%D0%B2) и других разделах математики для кодирования или выражения полиномами свойств различных объектов.

Лабораторная работа направлена на изучение методов компьютерной обработки

полиномов. С этой целью в лабораторной работе изучаются различные варианты структуры хранения и методы обработки полиномов. В ходе выполнения лабораторной работы разрабатывается общая форма представления циклических списков, разрабатываются программы работы со списками, которые могут быть использованы и в других областях приложений.

# 1. Постановка задачи

Необходимо написать программу, выполняющую арифметические операции над полиномами от трёх переменных. Допустимые операции: сложение, вычитание, умножение на константу, перемножение двух полиномов. Коэффициенты перед мономами – вещественные числа. Полином – сумма мономов. Степень каждого монома не превышает 9.

# 2. Руководство пользователя

При запуске программы на экран выведется меню, предлагающее пользователю выбрать одно из пяти действий:
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При выборе одного из действий, программа предложит ввести данные, а затем выведет результат вычислений и снова откроет меню:

![2.png](data:image/png;base64,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)

Для выхода из программы необходимо выбрать пятый пункт.

# 3. Руководство программиста

## 1. Описание алгоритмов

**Сложение полиномов**

На вход подаётся два полинома, которые представляют собой циклические списки с головой. Звено списка – моном.

Двигаем указатели обоих списков и списка-результата на звенья, следующие за головой.

Пока в обоих списках не дошли до конца:

Сравниваем звенья списков;

Меньшее звено вставляем в конец списка-результата, сдвигаем указатели списка, из которого взяли элемент и списка-результата на одно звено вперёд;

Звенья равны - создаём моном, коэффициент которого равен сумме коэффициентов мономов, лежащих в этих звеньях, и записываем его в конец списка-результата, сдвигаем указатели обоих списков и списка-результата на одно звено вперёд;

После того, как один из списков кончился, дописываем остаток второго списка в результат;

Возвращаем полином-результат.

**Вычитание полиномов**

Реализуется как сложение полинома с «вычитаемым» полиномом, умноженным на -1.

**Умножение полинома на полином**

На вход подаётся два полинома, которые представляют собой циклические списки с головой. Звено списка – моном.

Сдвигаем указатели обоих списков на звенья, следующие за головой.

Пока в первом списке не дошли до конца:

Создаём полином-копию второго полинома и сдвигаем в нём (рассматривая его как список) указатель на звено, следующее за головой;

Пока в нем не дошли до конца:

Если мономы в текущих звеньях первого списка и списка-копии второго удовлетворяют условию: сумма степеней “x” (“y”, “z”) одного и другого меньше 10, то складываем их обобщенные степени, перемножаем коэффициенты, результат записываем в текущее звено списка-копии второго полинома;

Иначе выводим сообщение об ошибке;

Сдвигаем указатель в списке-копии второго полинома на следующее звено;

Полином-результат = полином-результат + полином-копия второго полинома;

Сдвигаем указатель в первом списке на следующее звено;

Возвращаем полином-результат.

**Умножение полинома на константу**

Если константа не равна нулю:

Создаём полином-результат, равный исходному полиному;

В списке-результате сдвигаем указатель на звено, следующее за головой;

Пока не дошли до конца списка-результата:

Умножаем коэффициент монома, лежащего в текущем звене, на константу;

Сдвигаем указатель на следующее звено;

Возвращаем полином-результат.

## 2. Описание структуры программы

Программа содержит файлы:

* list.hсодержит объявление шаблонных классов TLink и TRingList и их реализацию;
* polinom*.*h содержит объявление классов TMonom и TPolinome;
* polinom.cpp содержит реализацию классов TMonom и TPolinome;
* main.cpp содержит реализацию пользовательского интерфейса;
* test\_list.cpp содержит тесты для класса TRingList;
* test\_ polinom.cpp содержит тесты для классов TMonom и TPolinome.

## 3. Описание структур данных

В качестве структуры хранения полинома используется циклический список с головой. Звенья списка – мономы, однозначно определяемые через коэффициент и обобщенную степень. Голова – фиктивное звено, не содержащее монома. Элементы списка хранятся в порядке возрастания обобщённых степеней.

**Шаблонный класс TLink**

Звено списка. Имеет два конструктора.

Поля: T data – данные, хранящиеся в звене; TLink \*next – указатель на следующее звено.

Методы: operator <, operator > - логические операторы сравнения.

**Шаблонный класс TRingList**

Циклический список с головой. Имеет два конструктора и деструктор.

Поля: TLink <T> \*head, \*curr – голова списка и указатель на текущее звено.

Методы:

void Insert(T data) – упорядоченная вставка;

void InsertTail(T data) – вставка в конец;

TRingList<T>& operator =(const TRingList<T> &a) – оператор присваивания;

bool operator ==(const TRingList<T>& sp) const – оператор сравнения;

bool operator !=(const TRingList<T>& sp) const - оператор сравнения;

void Reset() – перемещение указателя curr в начало списка;

bool IsNotEnded() const – проверка, кончился ли список;

void GetNext() – перемещение указателя curr на одно звено вперёд;

TLink<T>\* GetCurr() const – получение значения указателя curr;

void Clean() – очистка списка.

**Класс TMonom**

Имеет один конструктор.

Поля: double cf – коэффициент монома; unsigned int abc – обобщённая степень монома (Обобщённая степень монома – число, число сотен которого – это степень “x”, число десятков - степень “y”, число единиц - степень “z”.).

Методы:

TMonom& operator =(const TMonom& m) – оператор присваивания;

bool operator <(const TMonom& m) const – оператор сравнения;

bool operator >(const TMonom& m) const – оператор сравнения;

bool operator ==(const TMonom& m) const – оператор сравнения;

bool operator !=(const TMonom& m) const – оператор сравнения.

**Класс TPolinome**

Имеет три конструктора.

Поля: TRingList<TMonom> monoms – полином (список из мономов);

Методы:

TRingList<TMonom> similar\_terms(TRingList<TMonom> sp) – приведение подобных слагаемых;

TPolinome operator +(const TPolinome &polinome) const – сложение полиномов;

TPolinome operator \*(const TPolinome &polinome) const – умножение полиномов;

TPolinome operator \*(const double &d) const – умножение полинома на константу справа;

friend TPolinome operator\*(const double d,const TPolinome& polinome) – умножение полинома на константу слева;

TPolinome& operator =(const TPolinome &polinome) – оператор присваивания;

TPolinome operator -(const TPolinome& polinome) const – вычитание полиномов;

TPolinome operator -() const – умножение полинома на -1;

friend ostream& operator<<(ostream &out, const TPolinome &polinome) – вывод полинома;

bool operator==(const TPolinome& polinome) const – оператор сравнения;

bool operator!=(const TPolinome& polinome) const – оператор сравнения.

# Заключение

Была разработана программа, выполняющая арифметические действия над полиномами: сложение, вычитание, умножение на полином и на константу. Хранение полиномов осуществляется при помощи односвязного циклического списка с головой.
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# Приложение

## list.h

#pragma once

#include <stdlib.h>

template <typename T>

class TLink

{

public:

T data;

TLink \*next;

TLink();

TLink(T d, TLink<T>\* nx = NULL);

bool operator <(const TLink& lin) const;

bool operator >(const TLink& lin) const;

};

template <typename T>

TLink<T>::TLink()

{

next = NULL;

};

template <typename T>

TLink<T>::TLink(T d, TLink<T>\* nx = NULL)

{

next=nx;

data=d;

};

template <typename T>

bool TLink<T>::operator <(const TLink& lin) const

{

return (data<lin.data);

};

template <typename T>

bool TLink<T>::operator >(const TLink& lin) const

{

return (data>lin.data);

};

template <typename T>

class TRingList

{

private:

TLink <T> \*head, \*curr;

public:

TRingList();

TRingList(const TRingList<T> &list);

~TRingList();

void Insert(T data);

void InsertTail(T data);

TRingList<T>& operator =(const TRingList<T> &a);

bool operator ==(const TRingList<T>& sp) const;

bool operator !=(const TRingList<T>& sp) const;

void Reset();

bool IsNotEnded() const;

void GetNext();

TLink<T>\* GetCurr() const;

void Clean();

};

template <typename T>

TRingList<T>::TRingList()

{

head=new TLink<T>;

head->next=head;

curr=head;

};

template <typename T>

void TRingList<T>::Clean()

{

TLink<T>\* tmp = head->next;

while (tmp != head)

{

TLink<T>\* tmp2 = tmp->next;

delete tmp;

tmp = tmp2;

}

head->next = head;

};

template <typename T>

TRingList<T>::TRingList(const TRingList<T> &list)

{

head = new TLink<T>;

TLink<T>\* A = list.head;

TLink<T>\* B = head;

if ( A->next == list.head)

{

head->next = head;

return;

}

while (A->next != list.head)

{

A = A->next;

B->next = new TLink<T>(A->data);

B = B->next;

}

B->next = head;

curr = head -> next;

};

template <typename T>

TRingList<T>::~TRingList()

{

Clean();

delete head;

};

template <typename T>

void TRingList<T>::Insert(T data)

{

TLink<T>\* tmp = head;

TLink<T>\* elem = new TLink<T>(data);

while ((tmp->next != head) && (\*(tmp->next) < \*elem))

tmp = tmp->next;

TLink<T>\* tmp2 = tmp->next;

tmp->next = elem;

tmp->next->next = tmp2;

};

template <typename T>

void TRingList<T>::Reset()

{

curr = head->next;

};

template <typename T>

bool TRingList<T>::IsNotEnded() const

{

return (!(curr == head));

};

template <typename T>

void TRingList<T>::GetNext()

{

curr = curr->next;

};

template <typename T>

TLink<T>\* TRingList<T>::GetCurr() const

{

return curr;

};

template <typename T>

TRingList<T>& TRingList<T>::operator =(const TRingList<T> &a)

{

Clean();

TLink<T>\* A = a.head;

TLink<T>\* B = head;

while (A->next != a.head)

{

A = A->next;

B->next = new TLink<T>(A->data);

B = B->next;

}

B->next = head;

curr = head;

return \*this;

};

template <typename T>

bool TRingList<T>::operator ==(const TRingList<T>& sp) const

{

bool res = true;

if (this != &sp)

{

TLink<T>\* a = head->next;

TLink<T>\* b = sp.head->next;

while ((a->data == b->data)&&(a != head)&&(b != sp.head))

{

a = a->next;

b = b->next;

}

if ((a != head)||(b != sp.head))

res = false;

}

return res;

};

template <typename T>

bool TRingList<T>::operator !=(const TRingList<T>& sp) const

{

return !(\*this == sp);

};

template <typename T>

void TRingList<T>::InsertTail(T data)

{

Reset();

while (curr ->next != head) GetNext();

TLink<T>\* tmp = curr->next;

curr->next = new TLink<T>(data);

curr->next->next = tmp;

};

## polinom.h

#include "list.h"

#include <string>

#include <iostream>

using namespace std;

class TMonom

{

public:

double cf;

unsigned int abc;

TMonom(double c = 0, unsigned int a = 0);

TMonom& operator =(const TMonom& m);

bool operator <(const TMonom& m) const;

bool operator >(const TMonom& m) const;

bool operator ==(const TMonom& m) const;

bool operator !=(const TMonom& m) const;

};

class TPolinome

{

private:

TRingList<TMonom> monoms;

public:

TRingList<TMonom> similar\_terms(TRingList<TMonom> sp);

TPolinome(string str="");

TPolinome(const TPolinome &polinome);

TPolinome operator +(const TPolinome &polinome) const;

TPolinome operator \*(const TPolinome &polinome) const;

TPolinome operator \*(const double &d) const;

friend TPolinome operator\*(const double d,const TPolinome& polinome)

{ return polinome\*d; };

TPolinome& operator =(const TPolinome &polinome);

TPolinome operator -(const TPolinome& polinome) const;

TPolinome operator -() const;

friend ostream& operator<<(ostream &out, const TPolinome &polinome);

bool operator==(const TPolinome& polinome) const;

bool operator!=(const TPolinome& polinome) const;

TPolinome(TRingList<TMonom> &list) : monoms(list) {};

## polinom.cpp

#include "polinom.h"

using namespace std;

TMonom::TMonom(double c, unsigned int a)

{

cf = c;

abc = a;

};

TMonom& TMonom::operator =(const TMonom& m)

{

cf = m.cf;

abc = m.abc;

return \*this;

};

bool TMonom::operator <(const TMonom& m) const

{

if (abc >= m.abc) return false;

return true;

};

bool TMonom::operator >(const TMonom& m) const

{

if (abc <= m.abc) return false;

return true;

};

bool TMonom::operator ==(const TMonom& m) const

{

if ((abc != m.abc)||(cf != m.cf)) return false;

return true;

};

bool TMonom::operator !=(const TMonom& m) const

{

return !(\*this == m);

};

TRingList<TMonom> TPolinome::similar\_terms(TRingList<TMonom> sp)

{

TRingList<TMonom> res;

res.Reset();

sp.Reset();

TLink<TMonom> mon(sp.GetCurr()->data.cf);

while (sp.IsNotEnded())

{

mon.data.abc = sp.GetCurr()->data.abc;

if (sp.GetCurr()->data.abc == sp.GetCurr()->next->data.abc &&(sp.GetCurr()->next->data.cf || sp.GetCurr()->next->data.abc))

mon.data.cf += sp.GetCurr()->next->data.cf;

else

{

if (mon.data.cf)

{

res.InsertTail(mon.data);

res.GetNext();

}

mon.data.cf = sp.GetCurr()->next->data.cf;

}

sp.GetNext();

}

return res;

};

TPolinome::TPolinome(string str)

{

TRingList<TMonom> res;

while (str.length())

{

string part;

TMonom temp;

int pos = 1;

while ((pos < str.length())&&(str[pos] != '+')&&(str[pos] != '-')) pos++;

part = str.substr(0, pos);

str.erase(0, pos);

pos = 0;

while ((part[pos] != 'x')&&(part[pos] != 'y')&&(part[pos] != 'z')&&(pos < part.length())) pos++;

string c = part.substr(0,pos);

if ((c == "+")||(c.length() == 0)) temp.cf = 1;

else

if (c == "-") temp.cf = -1;

else

temp.cf = stod(c);

part.erase(0, pos);

part += ' ';

int a[3] = {100,10,1};

for (int i = 0; i < 3; i++)

{

pos = part.find((char)(120 + i));

if (pos > -1)

{

if (part[pos + 1] != '^') part.insert(pos + 1, "^1");

temp.abc += a[i] \* stoi(part.substr(pos + 2, 1));

part.erase(pos, 3);

}

}

monoms.Insert(temp);

}

monoms = similar\_terms(monoms);

};

TPolinome::TPolinome(const TPolinome &polinome)

{

monoms = polinome.monoms;

};

TPolinome TPolinome::operator +(const TPolinome &polinome) const

{

TPolinome res;

TPolinome pthis = \*this;

TPolinome p = polinome;

pthis.monoms.Reset();

p.monoms.Reset();

res.monoms.Reset();

while ((pthis.monoms.IsNotEnded()) && (p.monoms.IsNotEnded()))

{

if (pthis.monoms.GetCurr()->data > p.monoms.GetCurr()->data)

{

res.monoms.InsertTail(p.monoms.GetCurr()->data);

p.monoms.GetNext();

res.monoms.GetNext();

}

else

if (pthis.monoms.GetCurr()->data < p.monoms.GetCurr()->data)

{

res.monoms.InsertTail(pthis.monoms.GetCurr()->data);

pthis.monoms.GetNext();

res.monoms.GetNext();

}

else

{

double newcf = pthis.monoms.GetCurr()->data.cf + p.monoms.GetCurr()->data.cf;

if (newcf)

{

TMonom temp(newcf, pthis.monoms.GetCurr()->data.abc);

res.monoms.InsertTail(temp);

res.monoms.GetNext();

}

pthis.monoms.GetNext();

p.monoms.GetNext();

}

}

while (pthis.monoms.IsNotEnded())

{

res.monoms.InsertTail(pthis.monoms.GetCurr()->data);

pthis.monoms.GetNext();

res.monoms.GetNext();

}

while (p.monoms.IsNotEnded())

{

res.monoms.InsertTail(p.monoms.GetCurr()->data);

p.monoms.GetNext();

res.monoms.GetNext();

}

return res;

};

TPolinome TPolinome::operator \*(const TPolinome &polinome) const

{

TPolinome res;

TPolinome pthis = \*this;

TPolinome p =polinome;

pthis.monoms.Reset();

p.monoms.Reset();

while (pthis.monoms.IsNotEnded())

{

double pthiscf = pthis.monoms.GetCurr()->data.cf;

int pthisabc = pthis.monoms.GetCurr()->data.abc;

TPolinome temp(polinome);

temp.monoms.Reset();

while (temp.monoms.IsNotEnded())

{

int tempabc = temp.monoms.GetCurr()->data.abc;

if ((tempabc % 10 + pthisabc % 10) < 10 && (tempabc/10 % 10 + pthisabc/10 % 10) < 10 && (tempabc/100 + pthisabc/100) < 10)

{

temp.monoms.GetCurr()->data.abc += pthisabc;

temp.monoms.GetCurr()->data.cf \*= pthiscf;

}

else

throw "large index";

temp.monoms.GetNext();

}

res = res + temp;

pthis.monoms.GetNext();

}

return res;

};

TPolinome TPolinome::operator \*(const double &d) const

{

TPolinome res;

if (d)

{

res = \*this;

res.monoms.Reset();

while (res.monoms.IsNotEnded())

{

res.monoms.GetCurr()->data.cf \*= d;

res.monoms.GetNext();

}

}

return res;

};

TPolinome TPolinome::operator -() const

{

return (\*this)\*(-1.0);

};

TPolinome& TPolinome::operator =(const TPolinome &polinome)

{

monoms = polinome.monoms;

return \*this;

};

TPolinome TPolinome::operator -(const TPolinome& polinome) const

{

return \*this+polinome\*(-1.0);

};

bool TPolinome::operator==(const TPolinome& polinome) const

{

return (monoms == polinome.monoms);

};

bool TPolinome::operator!=(const TPolinome& polinome) const

{

return !(\*this == polinome);

};

ostream& operator<<(ostream &out, const TPolinome &polinome)

{

TPolinome p = polinome;

p.monoms.Reset();

while (p.monoms.IsNotEnded())

{

TMonom temp = p.monoms.GetCurr()->data;

if (temp.cf > 0)

{

out << "+";

if (temp.cf != 1)

out << temp.cf;

}

else

out << temp.cf;

int a = temp.abc / 100;

if (a>1)

out << "x^" << a;

else

if (a == 1)

out << "x";

a = temp.abc / 10 % 10;

if (a>1)

out << "y^" << a;

else

if (a == 1)

out << "y";

a = temp.abc % 10;

if (a>1)

out<< "z^" << a;

else

if (a == 1)

out << "z";

p.monoms.GetNext();

}

return out;

};

## main.cpp

#include "polinom.h"

#include <iostream>

#include <string>

using namespace std;

char menu()

{

char choice;

cout<<"Choose a operation"<<endl;

cout<<"1. p1 + p2"<<endl;

cout<<"2. p1 - p2"<<endl;

cout<<"3. p1\*p2"<<endl;

cout<<"4. c\*p1"<<endl;

cout<<"5. Exit"<<endl;

cout << "Your choice: ";

cin >> choice;

return choice;

}

int main()

{

string s1,s2;

TPolinome p1, p2;

double c;

char number;

do

{

number = menu();

switch(number)

{

case '1':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 + p2 << endl << endl;

break;

}

case '2':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 - p2 << endl << endl;

break;

}

case '3':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter polinom p2: ";

cin >> s2;

p2 = s2;

cout << "Result of operation: " << p1 \* p2 << endl << endl;

break;

}

case '4':

{

cout << "Enter polinom p1: ";

cin >> s1;

p1 = s1;

cout << "Enter const c: ";

cin >> c;

cout << "Result of operation: " << p1\*c << endl << endl;

break;

}

case '5':

{

break;

}

}

}

while (number != '5');

return 0;

}

## test\_list.cpp

#include "gtest.h"

#include "list.h"

class TestList : public ::testing::Test

{

protected:

TRingList<int> list1;

TRingList<int> list2;

public:

TestList() { list2.Insert(6); list2.Insert(1);}

~TestList() {}

};

TEST(lists, can\_create\_empty\_list)

{

ASSERT\_NO\_THROW(TRingList<int> list);

}

TEST\_F(TestList, empty\_list\_is\_empty)

{

EXPECT\_EQ(true, !list1.IsNotEnded());

}

TEST\_F(TestList, can\_copy\_empty\_list)

{

ASSERT\_NO\_THROW(TRingList<int> list(list1));

}

TEST\_F(TestList, empty\_list\_copy\_is\_correct)

{

TRingList<int> list(list1);

EXPECT\_NE(list1.GetCurr(), list.GetCurr());

}

TEST\_F(TestList, can\_assign\_empty\_list)

{

ASSERT\_NO\_THROW(TRingList<int> list = list1);

}

TEST\_F(TestList, two\_empty\_lists\_are\_eq)

{

TRingList<int> list,list2;

EXPECT\_EQ(true, list == list2);

}

TEST\_F(TestList, assigned\_empty\_list\_is\_correct)

{

TRingList<int> list = list1;

EXPECT\_NE(list1.GetCurr(), list.GetCurr());

}

TEST\_F(TestList, can\_compare\_empty\_list\_with\_itself)

{

EXPECT\_EQ(true, list1 == list1);

}

TEST\_F(TestList, can\_compare\_list\_with\_itself)

{

EXPECT\_EQ(true, list2 == list2);

}

TEST\_F(TestList, can\_insert\_in\_empty\_list)

{

list1.Insert(4);

list1.Reset();

EXPECT\_EQ(list1.GetCurr(), list1.GetCurr() -> next -> next );

}

TEST\_F(TestList, insert\_in\_empty\_list\_is\_correct)

{

list1.Insert(4);

list1.Reset();

EXPECT\_EQ(4, list1.GetCurr() -> data);

}

TEST\_F(TestList, can\_copy\_not\_empty\_list)

{

ASSERT\_NO\_THROW(TRingList<int> list(list2));

}

TEST\_F(TestList, not\_empty\_list\_is\_copied\_correctly\_1)

{

TRingList<int> list(list2);

EXPECT\_NE(list2.GetCurr(), list.GetCurr());

}

TEST\_F(TestList, not\_empty\_list\_is\_copied\_correctly\_2)

{

TRingList<int> list(list2);

EXPECT\_EQ(list.GetCurr(), list.GetCurr()->next->next->next);

}

TEST\_F(TestList, not\_empty\_list\_is\_copied\_correctly\_3)

{

TRingList<int> list(list2);

list.Reset();

EXPECT\_EQ(1, list.GetCurr()->data);

EXPECT\_EQ(6, list.GetCurr()->next->data);

}

TEST\_F(TestList, can\_assign\_not\_empty\_list)

{

ASSERT\_NO\_THROW(TRingList<int> list = list2);

}

TEST\_F(TestList, assigned\_not\_empty\_list\_is\_correct\_1)

{

TRingList<int> list = list2;

EXPECT\_NE(list.GetCurr(), list2.GetCurr());

}

TEST\_F(TestList, assigned\_not\_empty\_list\_is\_correct\_2)

{

TRingList<int> list = list2;

EXPECT\_EQ(list.GetCurr(), list.GetCurr()->next->next->next);

}

TEST\_F(TestList, assigned\_not\_empty\_list\_is\_correct\_3)

{

TRingList<int> list = list2;

list.Reset();

EXPECT\_EQ(1, list.GetCurr()->data);

EXPECT\_EQ(6, list.GetCurr()->next->data);

}

TEST\_F(TestList, not\_empty\_lists\_are\_equal)

{

TRingList<int> list(list2);

EXPECT\_EQ(true, list == list2);

}

TEST\_F(TestList, not\_empty\_and\_empty\_lists\_are\_not\_equal)

{

EXPECT\_EQ(false, list2 == list1);

}

TEST\_F(TestList, insert\_to\_the\_beginning\_1)

{

list2.Insert(0);

EXPECT\_EQ(list2.GetCurr()->next->next->next->next, list2.GetCurr());

}

TEST\_F(TestList, insert\_to\_the\_beginning\_2)

{

list2.Insert(0);

list2.Reset();

EXPECT\_EQ(0, list2.GetCurr()->data);

EXPECT\_EQ(1, list2.GetCurr()->next->data);

EXPECT\_EQ(6, list2.GetCurr()->next->next->data);

}

TEST\_F(TestList, insert\_in\_the\_middle\_1)

{

list2.Insert(3);

EXPECT\_EQ(list2.GetCurr()->next->next->next->next, list2.GetCurr());

}

TEST\_F(TestList, insert\_in\_the\_middle\_2)

{

list2.Insert(3);

list2.Reset();

EXPECT\_EQ(1, list2.GetCurr()->data);

EXPECT\_EQ(3, list2.GetCurr()->next->data);

EXPECT\_EQ(6, list2.GetCurr()->next->next->data);

}

TEST\_F(TestList, insert\_in\_the\_end\_1)

{

list2.Insert(8);

EXPECT\_EQ(list2.GetCurr()->next->next->next->next, list2.GetCurr());

}

TEST\_F(TestList, insert\_in\_the\_end\_2)

{

list2.Insert(8);

list2.Reset();

EXPECT\_EQ(1, list2.GetCurr()->data);

EXPECT\_EQ(6, list2.GetCurr()->next->data);

EXPECT\_EQ(8, list2.GetCurr()->next->next->data);

}

## test\_polinom.cpp

#include "gtest.h"

#include "polinom.h"

#include <vector>

using namespace std;

TEST(TMonom, can\_create\_monom)

{

ASSERT\_NO\_THROW(TMonom m);

}

TEST(TPolinome, can\_create\_polinom)

{

ASSERT\_NO\_THROW(TPolinome p);

}

TEST(TPolinome, can\_copy\_polinoms)

{

TPolinome a("x^4");

ASSERT\_NO\_THROW(TPolinome b(a));

}

TEST(TPolinome, copy\_polinoms\_correct)

{

TPolinome a("x^4");

TPolinome b(a);

EXPECT\_EQ(a, b);

}

TEST(TPolinome, can\_assign\_polinoms)

{

TPolinome a("x^2");

TPolinome b;

ASSERT\_NO\_THROW(b = a);

}

TEST(TPolinome, assign\_polinoms\_correct)

{

TPolinome a("x^2");

TPolinome b = a;

EXPECT\_EQ(a, b);

}

TEST(TPolinome, can\_sum\_polinoms)

{

TPolinome a("x^2+z-1");

TPolinome b("x^2-z-1");

TPolinome c("2x^2-2");

EXPECT\_EQ(c, a + b);

}

TEST(TPolinome, can\_dif\_polinoms)

{

TPolinome a("x^2+y^3+z-2");

TPolinome b("x^2-y^3+z-1");

TPolinome c("2y^3-1");

EXPECT\_EQ(c, a - b);

}

TEST(TPolinome, can\_mul\_polinoms)

{

TPolinome a("x^2+y^1-1");

TPolinome b("z^2");

TPolinome c("x^2\*z^2+y^1\*z^2-z^2");

EXPECT\_EQ(c, a \* b);

}

TEST(TPolinome, can\_mul\_polinom\_on\_const)

{

TPolinome a("x^2-1");

int k = 10;

TPolinome c("10x^2-10");

EXPECT\_EQ(c, a\*k);

EXPECT\_EQ(c, k\*a);

}

TEST(TPolinome, degree\_not\_more\_than\_9)

{

TPolinome a("x^5"), b("x^5");

ASSERT\_ANY\_THROW(a\*b);

}